
Journal of Artificial Intelligence in Electrical Engineering, Vol. 5, No. 18, September 2016 

11 

Proposing an Efficient Software-Based Method for Enhancing the 
Reliability of Critical Application Robot 

Reza solhi 
Department of Electrical Engineering, Ahar Branch, Islamic Azad University, Ahar, Iran 

Email:roboreza67@gmail.com 

Abstract   

Robots play such remarkable roles in humans’ modern lives that performing many tasks without them is 
impossible. Using robotic systems is gradually increasing the tasks allocated to them and they are becoming 
more complex and critical. Software reliability is one of the most significant requirements of robots. For 
enhancing reliability, systems should be inherently designed to be tolerable of soft errors. In this study, via 
software, a method was proposed to enhance the reliability of the software embedded within robots against 
soft errors with minimum efficiency overhead. In as much as the research method was based on experiment, 
a set of programs was used as benchmarks. Indeed, errors were injected at the execution time of programs 
for evaluating them. The data related to the execution behavior of the programs were accumulated and then 
were analyzed. Simplescaller simulation software was used for investigating program behavior in the 
presence of the injected error. [2] 

Keywords: soft error, inherent error toleration, software reliability, benchmark, error injection  
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1- Introduction 

As a result of the development of robotic 
systems in industry and their application in 
human life, it is essential that the reliability of 
such systems in terms of hardware and 
software be investigated. As a case in point, 
consider the reliability of the operations of an 
ATM which is regarded as one of the obvious 
requirements of modern life. Using inherent 
error tolerance techniques, a robot, as an 
advanced machine, can detect and discover 
different types of errors. The software of a 
robot can use inherent error tolerant features 
to enhance the performance of the 
system.[3].Indeed, an inherent error tolerant 
system is a system which can perform its 
tasks properly even at the presence of 
software errors and hardware faults. Due to 

the ever-increasing use of robots in different 
aspects of modern human life, error tolerance 
is considered to be a significant issue. For 
enhancing the reliability of robotic systems in 
safety-critical applications, numerous 
software and hardware methods have been 
proposed. Using hardware and software 
redundancy is one of the typical methods for 
enhancing reliability. It should be noted that 
using hardware methods for enhancing the 
reliability of robotic systems can lead to cost 
increases, hardware changes and complexity. 
In contrast, software methods can enhance 
reliability and reduce hardware costs. 

 The main shortcoming of software 
methods used for enhancing the reliability of 
robotic systems are software complexity and 
efficiency overhead. 
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The method proposed in this study was 
aimed at solving the problems of hardware 
methods and other software methods.  

The purpose of this study was to optimize 
software reliability by utilizing inherent 
features without using hardware and software 
redundancy. In this method, programming 
structures and memory classes of the program 
data were investigated. Indeed, it should be 
maintained that using programming 
structures with low error vulnerability can 
enhance the inherent reliability of the 
program. Redundancy was not used in the 
method proposed in this study. [4, 5] 

2- Related works 

In [21], the public tool for evaluating and 
detecting errors in programs was used. An 
executable claim is a command which 
examines whether specific conditions are 
maintained between the different variables of 
a program? Since these commands are not 
hidden from the programmer’s view and their 
effect depend on the nature of program and 
the programmer’s ability, they can result in 
several problems.  

Procedure duplication method was 
introduced in [24]. In this method, the 
programmer decides to repeat the majority of 
the critical procedures and compares the 
obtained results with one another. Code is 
changed manually which leads to the 
production of error [22]. The automatic 
conversions method was introduced in [23] 
which is based on data production and 
redundancy. This method is done according 
to conversions at the level of source code. In 
this method, the first aim is realized by 
duplicating each variable and adding 

compatibility investigations after each 
reading action. However, conversions 
focusing on code repeat the commands of the 
program. Then, after the main operations are 
done and the program is repeated, the 
compatibility of the executed commands is 
investigated [6]. In [28], researchers 
proposed a method for enhancing the 
automatic reliability by revealing errors 
through statistical analysis. Time overhead of 
this method was more than 33%. In [30], 
another software-based method was proposed 
in 2000 which was aimed at enhancing the 
reliability of software for application 
programs; it had less than 20% time 
overhead. In [31], researchers conducted 
experiments on sensitive data in application 
software and managed to increase reliability 
with less than 20% time overhead.  

A significant feature of software is that 
about % of soft errors at the level of software 
are covered without any impact on the output 
of the program. The results of different 
experiments in [22] revealed that different 
methods of implementing a program have 
significantly different impacts on the amount 
of covering inherent errors by the software. 
Hence, it can be maintained that by 
investigating the structures and different 
methods of implementing software, we can 
identify methods which can inherently cover 
more errors. Thus, the inherent reliability of a 
program is a function of the implementation 
method of it. As a case in point, by changing 
data structures, algorithm and the 
programming method, we can modify the 
inherent reliability of a program with regard 
to soft errors. In this paper, we focused on the 
programming methods and studied their 
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impact on the inherent reliability of the 
program [7].    

3- Method 

As argued above, different methods of 
programming, different data definitions, 
memory classes and the way of using data are 
of high significance in the amount of covering 
errors in a program and the inherent reliability 
of program. In this study, the researchers 
intended to enhance the inherent reliability of 
program by only following simple principles. 
It should be pointed out that redundancy was 
not used in this study. Along this purpose, we 
firstly investigated the degree of the impact of 
different implementation methods by 
carrying out an extensive set of experiments. 
The method of defining data and memory 
classes were examined. Indeed, the chief 
objective was to enhance the inherent 
reliability of program by properly defining 
data and memory classes. The experiments 
were conducted according to the following 
stages:  

Stage one: a program was implemented as 
A benchmark on four different 
implementation methods. In each method, 
program data are defined based on a specific 
method by using a memory class. Each 
method describes the memory class. In the 
first implementation, program data were 
implemented by automatic memory class. In 
the second method, the global memory class 
was used for implementing program data. In 
the third method, static memory class was 
used. In the fourth method, register memory 
class was used for implementing program 
data. Indeed, five different programs were 
implemented by means of four 

implementation methods. A total of twenty 
programs were used as benchmarks in the 
experiments.  

Stage two: the degree of the vulnerability 
of each memory class was investigated. In 
fact, by carrying out certain experiments, we 
examined the impact of each memory class on 
error coverage. In this way, we investigated 
the reliability of each program. It should be 
noted that the vulnerability of a program to 
error refers to the impact of an error on the 
output and behavior of the program. In a 
program with high vulnerability, errors are 
more likely to result in program failure. 
Hence, reducing program vulnerability to 
error can produce a condition where more 
percentage of errors are covered in the 
program. Consequently, it can be argued that 
a program with low vulnerability can have 
high reliability.  

In this study, extensive experiments were 
conducted for determining the vulnerability 
of memory classes. It can be argued that in 
case a program uses more hardware blocks at 
the execution time which are vulnerable to 
error, it will have low reliability. For instance, 
registers and the queue of commands within 
the processor are highly vulnerable to soft 
errors. The executed commands were used as 
benchmarks. Five programs were used in the 
experimental environment and each program 
included about 45% of the errors. This set of 
experiments was defined from distributed 
programs for vulnerable structure. In each of 
these programs, memory classes were 
designed via four methods and each of them 
was produced by different behavior of the 
parameters. These memory classes were 
designed and implemented by vulnerable 
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classes. One of them is the memory class for 
defining variable locally, globally, statically 
and register. Variable definition is compared 
in different methods for reducing vulnerable 
structures in each program with different 
parameters. The structure with the lowest 
vulnerability can be used as the benchmark. 
The first method was defined as the memory 
class; the memory class of variables was 
automatically allocated to the program 
function. As the program exits the memory 
filed, the respective variable is automatically 
freed and its space is given back to the 
system. In this class, for the sake of 
comparison, the intended parameters are 
used. In the global memory class which is 
used in all functions, by comparing this 
memory class with other memory classes, 
parameters with different values are 
produced. Then, the produced commands in 
each program are selected. After that, the 
commands are compared with one another 
and their degrees of vulnerability are 
compared with one another. [8, 9]  

Static memory class is defined in an 
accessible function and is used in the same 
function. In this program, this memory class 
was used without taking initial values. This 
type of class is defined for local memory 
class. Moreover, register memory class is 
located within CPU registers and the speed of 
doing operations is high which results in the 
enhancement of the operation of program 
speed. Also, this memory class is 
implemented for local variables. For 
comparing these programs, vulnerable 
structure at the program level is reduced with 
the lowest amount of memory class. The 
behavior of each program with different 

memory classes is different in the simple-
scalar environment. In this study, the 
designed commands were compared with 
each type of memory class at the program 
output and diagrams were created for the 
produced commands [23].  

3.1. Benchmarks  

The programs which were introduced as 
benchmarks included the programs which 
were written in C programming language. 
These programs were designed for 
benchmarking in the simple-scalar 
environment with specific commands. 
Desirable output in these programs included 
five benchmarks which are described in the 
following table.  

Table .1. The specification of the benchmarks 
used in the present study  

Benchmark Specification Input variables  
description  range  

Bubble sort Bubble 
sorting of a 

list of 
numbers  

Bubble sorting N=100 

Factorial Factorial 
calculation of 

a number  

Factorial of a 
number  

N=100 

Tower of 
Hanoi 

Doing tower 
of Hanoi 

game 

Calculating Hanoi 
Tower 

N=50 

Fibonacci Calculating 
Fibonacci 

series  

The sum of two 
numbers produces 
the next number  

N=100 

Matrix Matrix 
multiplication 

The size of each 
row and column 
of each element 

N=10 

3.2. Experimental instrument 

The experiments were carried out in the 
Simple-Scalar software for analyzing the 
software reliability of the benchmarks. 
Simple-Scalar is considered to be a functional 
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and practical instrument for simulating 
programs. It was designed and established by 
Todd Austin in 1994 which was expanded 
later. Simple-Scalar consists of a set of robust 
computer systems for simulation. Indeed, 
Simple-Scalar software can simulate 
functional programs with significantly high 
precision and efficiency which can be used 
for investigating the systemic structure and 
architecture of modern processors.  

In the present study, all the programs were 
compiled in the Simple-Scalar software with 
the benchmark of GCC. In other words, it can 
be maintained that this software was used for 
evaluating the performance of the proposed 
method.  The experiments were conducted 
according to the following steps:  

 At first, error-reduction blocks of each 
program were detected by the proposed 
method.  

 Secondly, software-based errors were 
injected into the programs via error 
injection process. Then, the programs 
were compiled in the simple-scalar 
instrument by GCC.    

 The programs were executed in the 
simple-scalar instrument in the 
simoutorder environment.  

 Finally, the results of simulations were 
obtained and analyzed.[10]  

At the execution time, the vulnerability of a 
program is stated based on the machine 
commands and commands. It should be noted 
that one of the main factors which reduces the 
reliability of a software is its complexity. By 
producing different software algorithms, the 
reliability of a program can be enhanced. 

  

4- Results 

The results of experiments indicate the 
impact of memory class of data on the 
vulnerability of commands. It should be 
noted that the proposed method was 
investigated with regard to program 
vulnerability in terms of soft error. Figure 1 
illustrates load command in different 
programs at the execution time.  

 

 

Fig. 1. The rate of load commands in different 
programs implemented with different memory 

classes   
The investigation of behaviors of different 

executed programs in the simprofile 
environment revealed that the programs 
implemented with automatic and static 
memory classes have the lowest degrees of 
load commands, respectively. Figure 2 
depicts the amount of store command in 
different programs at the execution time.  

0

5

10

15

20

25

30

Lo
ad

 R
at

e 
(%

)

Benchmark

Automatic Global Static Register



R.Solhi: Proposing an efficient software-based method for enhancing … 

16 

 

Fig.2. Store command rate in different 
implemented programs with different memory 

classes  
Investigating the behavior of the 

implemented store command in the 
simprofile indicated that the degree of 
vulnerability of implemented programs to 
soft error in local and global memory classes 
were minimal. Hence, as the degree of 
vulnerability decreases, the reliability of the 
program to soft errors increases.  

Different programs in the uncod branch 
command for implementation are illustrated 
in figure 3. As mentioned above, the lower 
the degree of vulnerability to soft error, the 
higher the reliability of implemented 
programs in automatic and static memory 
classes which have the lowest data, 
respectively. For executing programs in these 
two parameters, provided that memory 
amount is low, the vulnerability decreases 
and reliability increases.  

Different programs in simprofile 
environment with cond branch were 
simulated for testing the reduction of 
vulnerability to soft errors. 

 
Fig. 3. Rate of uncond branch rate in different 
implemented programs with different memory 

classes  

 
Fig.4. Cond branch command in different 

implemented programs with different memory 
classes  

The vulnerability of the program in local 
and global memory classes was lower than 
other classes. Hence, it can be argued that the 
degree of vulnerability to soft errors was 
reduced and, consequently, reliability was 
enhanced.  
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Fig.5. The rate of call diet in different programs 
implemented with different memory classes  

The comparison of figures 4 and 5 reveals 
that simprofile command can reduce 
vulnerability of the program to soft errors 
more than call direct in the case of automatic 
and static memory classes. As reliability of a 
program decreases, its vulnerability to soft 
errors increases. In other words, high rate of 
call direct resulted in more vulnerability to 
soft errors. The following figure depicts call 
indirect command in different programs at the 
execution time.  

 
Fig.6. The rate of call indirect in different 

programs implemented by different memory 
classes  

This figure shows the output of the 
programs. The value of parameter in these 
programs is low which means that reliability 
has increased and vulnerability has 
decreased. As shown in this figure, other 
memory classes increase vulnerability to soft 
errors; hence, reliability decreases. Also, the 
following figure depicts heap segment 
command in different programs.  

 
Fig.7. The rate of heap segment rate in different 

programs implemented by different memory 
classes  

 
Fig.8. Sim_ipb rate in different programs 
implemented by different memory classes  
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In general, the results of the conducted 
experiments indicate that using the above-
mentioned memory classes reduces the 
degree of vulnerability to soft errors. 
Consequently, reliability is inherently 
enhanced.  This figure reveals that automatic 
and static memory classes with different 
parameters in sim_ipb command reduces 
vulnerability and inherently enhances 
reliability better. 

 
Fig.9. The rate of ifq-occupancy command in 
different programs implemented by different 

memory classes  

Fig.10. The rate of Ruu_occupancy in different 
programs implemented by different memory 

classes 

 
Fig.11. The rate of Lsq_occupancy in different 

programs implemented by different memory 
classes  

In sum, the obtained results indicated that 
using the automatic memory class can 
inherently reduce vulnerability more than 
other memory classes. As a result, reliability 
is inherently enhanced. In contrast, global 
memory class has more vulnerability; hence, 
more use of this class in memory leads to 
vulnerability enhancement which results in 
the inherent reduction of reliability.  

5- Discussion and Conclusion 

In this study, different experiments and 
simulations were carried out for the four 
different versions of benchmarks. The 
differences among benchmark versions were 
related to the memory class applied for the 
data. The present study analyzed the impact 
of different memory classes on vulnerability 
to soft errors. Indeed, the researchers found 
that the programs implemented with the 
automatic memory class have less 
vulnerability and the programs implemented 
with register memory class and global 
memory class have more vulnerability. Thus, 
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it can be maintained that the programs 
executed with register and global memory 
classes have less inherent reliability. It should 
be noticed that defining memory classes 
regardless of reliability redundancy can 
enhance program reliability against soft 
errors.  

As a direction for further research, the 
impact of different compilers on vulnerable 
commands and reliability can be investigated 
by interested researchers in future. 
Furthermore, future studies can investigate 
the effect of different implementation 
methods, designing and software architecture 
on the rate of vulnerable commands and 
program reliability.  
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