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Software products should be reliable enough to gain customer satisfaction. Paying more attention 

to the development of highly reliable software products requires additional time and effort in 

software projects, often leading to increased development overhead. This issue presents a challenge 

when employing Agile methods, which prioritize flexibility and rapid iterations. While Agile 

methodologies emphasize adaptability, integrating extra practices to ensure objective reliability 

remains a critical concern. In recent years, the demand for high-quality and failure-resistant 

software has significantly increased, necessitating new strategies to incorporate reliability 

engineering into Agile frameworks. Given the growing complexity of modern software systems, 

achieving a balance between agility and reliability is crucial for software development teams. 

This paper investigates the combination of Scrum, the most widely adopted Agile method, with 

software reliability engineering (SRE) practices. The study evaluates the additional cost of 

implementing reliability-focused practices in a Scrum-based project through a case study. A 

comprehensive analysis was conducted to assess the impact of these practices on project timelines, 

software defects, and overall team performance. The study also examined the extent to which 

reliability-focused modifications influence team productivity and customer satisfaction. The 

results indicate that the modifications made to Scrum led to approximately 3.9% higher human 

effort. However, the integration of SRE practices significantly reduced the number of failures and 

rework occurrences, demonstrating the effectiveness of the proposed approach. Moreover, the 

study highlights the importance of structured reliability assessment techniques, which can aid 

teams in proactively identifying and mitigating potential software failures before product 

deployment. 

These findings suggest that, despite a marginal increase in project cost, the enhanced reliability 

justifies the investment. The proposed methodology can serve as a model for Agile teams seeking 

to improve software quality while maintaining development speed and flexibility. This study 

highlights the potential of balancing agility and reliability in software development, offering 

valuable insights for Agile teams aiming to improve software quality without compromising 

efficiency. 
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I. Introduction 

Software teams and companies continually are working on 

employing new methods, techniques, and processes to 

increase customer satisfaction and subsequently take more 

market share in the software industry. Employing more 

flexible and productive software development 

methodologies, development frameworks, and best 

development practices are parts of their strategies.  

Scrum is the most popular Agile software methodology, 

recently employed by software teams [1]. This method, 

which is mainly known as a development framework, is 

often used to manage software projects because of its focus 

on project management. Scrum defines a small set of roles, 

activities, and artifacts to simplify software development. 

However, adapting to such an Agile methodology is not as 

easy as expected [2-4]. Meanwhile, since the Agile approach 

generally, and Scrum particularly promise higher customer 

satisfaction through faster return on investment, embracing 

the requested changes, and such tempting values, software 

teams are interested in adapting with Scrum despite its 

adoption challenges [5, 6].  

The reliability of a software product is a quality factor that 

many software teams pay great attention to it [7-9]. Also, a 

reliable software product gets more customer satisfaction. 

Indeed, software teams try to get particular practices to 

ensure that their artifacts are reliable enough before their 

final release. Thus, they need to adapt to reliability focused 

practices or processes to get a higher degree of reliability in 

their development methodologies [10]. Software Reliability 

Engineering (SRE) is a part of Software Engineering, which 

has mainly focused on reliability-related issues [11, 12].  

A big issue is employing non-agile practices while using 

an Agile methodology in software development. Since now, 

no Agile specific reliability process has been introduced [13-

16]. So, applying any SRE processes within any Agile 

method may lead to less agility, which can be contradictory 

with Agile values promised in the Agile manifesto [17, 18]. 

This study mainly aimed to show to what extend the project 

metrics can be affected by employing SRE activities in a 

Scrum project. 

The rest of the paper is organized as follows: Section 2 

briefly explains the Scrum framework. Section 3 introduces 

the SRE process, followed by Section 4, which shows 

Scrum's combination and the SRE process. Section 5 deals 

with the results of the application of the proposed framework 

in a Case Study. Finally, Section 6 concludes the paper and 

gives some research insights for future work. 

 

II. Scrum 

Scrum was addressed by Ken Schwaber and Jeff 

Sutherland in the early 1990s and formally introduced in 

1995 [19]. After that, by the creation of Agile manifesto, 

Scrum has been considered as an Agile methodology. Scrum 

emphasizes flexibility, openness, courage, trust, focus, 

collaboration, and empowerment [20, 21]. These values, as 

Scrum developers claim, can facilitate project management 

and decrease the risks that a software project may encounter. 

Indeed, Scrum acts more like a project management 

framework rather than a software development process. This 

is the main reason why software teams employ Scrum 

together with other Agile methodologies.  

Scrum defines a simple software development framework 

by considering three artifacts, including Product Backlog, 

Sprint Backlog, and Sprint Burndown chart. Product 

Backlog contains customer requirements list, known as User 

Stories, which are sorted in based on their priority from the 

customer perspective. Sprint Backlog is a subset of Product 

Backlog picked up by the Scrum team to develop iteration, 

known as Sprint. Sprint Burndown chart is the Scrum tool to 

show the project's progress based on the remaining work.  

Scrum provides three roles, only including Scrum Master, 

Product Owner, and Development team members. Scrum 

Master helps Scrum team members to do their tasks and 

avoids them from unpredictable risks and challenges. He/she 

acts as a servant leader and promotes self-organization. The 

Product Owner is a customer representative who creates and 

manages the Product Backlog and defines software project 

direction. All technical developers are known as Scrum team 

members or simply Scrum developers. They are responsible 

for software development activities.  

Scrum also has a few main activities, including Sprint 

Planning, Sprint execution, Sprint Review, and 

Retrospective meeting. In Sprint Planning, Scrum team 

members select some of the User Stories from Product 

Backlog and create Sprint Backlog. They also break the 

selected User Stories into several tasks to be done in the 

comping Sprint. In Sprint execution, Scrum team members 

try to realize the content of the Sprint Backlog. Each Sprint 

is a time-box cycle, often 2 to 4 weeks. Each day starts with 

a short meeting called "Scrum daily meeting" to review the 

challenges faced with the past day and talk about their 

today's work. At the end of each Sprint, the Scrum team sits 

with the customer to review the newly developed product 

increment in a meeting called Sprint Review meeting. 

Finally, Scrum team members review the past Sprint and 

adjust their development process if necessary. The scrum 

framework is shown in Figure 1. 
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Fig. 1. Scrum Framework 

Scrum does not force the team to employ specific 

activities, methods, and practices besides its defined ones. 

But usually, software teams need to use particular practices 

to achieve other development goals such as the development 

of a defect-free product, reducing the development risks, and 

so on. The development of highly reliable software products 

is another goal of Scrum development. However, such 

practices may reduce the agility promised by Scrum. 

 

III. Software Reliability Engineering 

Reliability is a key factor in the success of a software 

product mainly because it is focused on by its users. The 

focus of SRE is primarily on reliability, not defects. SRE 

deals with the measurement and improvement of the 

reliability of software products. Therefore, SRE needs a 

quantitative approach to measure the reliability of each 

software product in real environments. To do this, various 

practices can be defined and employed while the software is 

under construction.  

ANSI/IEEE defined software reliability as "the 

probability of failure-free software operation for a specified 

period in a specified environment" [22]. The roots of 

software failures are errors and faults during software 

development phases and activities, including requirements 

definition, analysis, design, implementation, test, and 

deployment [11]. However, most often, these errors and 

faults remain hidden until a failure occurs.  

Software reliability is a concern in the field of "software 

quality." Software engineers need to use various quantitative 

data and information to select the most suitable strategies to 

deal with reliability engineering in their software projects. 

Many practices are defined in SRE to handle reliability-

related issues in a software project. Some of these practices 

are the definition of reliability objectives, using operational 

profiles to manage and guide the test process, failure 

tracking, using reliability growth strategies, and releasing the 

product only when meeting reliability objectives [11, 23]. 

John Musa [11] defined a particular process to organize 

SRE, as shown in Figure 2. 

 

 

 

 

 

 
Fig. 2. The general process of Software Reliability Engineering 

[11] 

The definition of the expected product and highlighting its 

specific characteristics is the first phase of SRE. To measure 

SRE metrics, this process suggests using operational profiles 

that contain a list of operations and their occurrence 

frequency. At the same time, particular metrics and measures 

need to be defined and used to ensure providing a 

quantitative method to assess the reliability of the product. 

After that, the team should be prepared for testing by precise 

planning and estimation. Then, the required and possible 

tests should be run. Simultaneously, the test should be 

directed so that risk-prone areas should be tested carefully 

and ensure that all paths are covered by at least one test case 

[11, 14, 24, 25]. 

The application of this process needs proper human 

resources and may affect the cost and time of the project 

[26]. As mentioned earlier, this can be a severe threat to the 

project cost. Particularly, for lightweight software 

development methodologies, like Scrum, it would also be a 

threat to the agility of the development framework [27, 28]. 

However, paying the objective reliability is so important that 

it is necessary to make a clear decision about it. Agile teams 

often worry about additional costs they need to pay for 

reliability [13, 16, 26, 29]. This is the main reason for 

conducting this study. 

 

IV. The Proposed Reliable Scrum 

In this study, a customized version of the Scrum 

framework has been proposed and then employed in a Case 

Study. Figure 3 shows the proposed framework. 

A. Changes made to Scrum framework 

As shown in the Figure 3, three changes, including one 

role, one artifact, one activity, have been made to the Scrum 

framework to focus on the SRE. The Reliability Engineer is 

responsible for directing the Scrum team to establish the 

SRE process. This role works with the Product Owner for 

managing Product Backlog and adding reliability-related 

items, if necessary. Also, he/she works together with Scrum 

developers to clarify those items during each Sprint. Also, 
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the Reliability Engineer is directly responsible for creating 

and managing the Operational profiles document as an extra 

added artifact. This artifact is the same as defined in the SRE 

process [11]. Finally, at the end of each Sprint and before 

starting Sprint Review, Software Reliability Assessment 

should be performed by Reliability Engineer, Product 

Owner, and Scrum Team Members to ensure they have 

committed to the expected reliability. 

 

 
 

Fig. 3. The reliability-focused version of Scrum 

 

B. Case Study 

This study has been conducted in a software company that 

had more than 30 software developers. They were well-

adopted Scrum framework for about three years. This 

company was working in core banking systems for more 

than one year. To conduct this study, a particular sub-system 

was selected. This sub-system was a part of a banking 

mortgage system that was estimated to be implemented in 7 

two-week Sprints by about 3000 person-hours. In this study, 

two teams were assigned voluntarily; each consists of 5 

developers. Team 1, Control Team (CT), worked on the 

project without considering SRE and its related practices. 

Team 2, Study Team (ST), started the project using the 

customized Scrum framework, as depicted in Figure 3. It 

should be noted that all ST members participated in a one-

day workshop to be familiar with the proposed framework 

and SRE related aspects in the coming project. Fortunately, 

senior management agreed that both teams work 

simultaneously on the same sub-system. Also, both teams 

had almost the same technical skills and experiences and 

well-familiar with the Scrum framework. 

 

C. Metrics  

Although both teams had five developers, one part-time 

expert as Reliability Engineer has been added to ST. At first 

glance, it seemed that the addition of this expert would have 

led to an increase in the human effort in ST, but, the 

researchers hoped that by focusing on SRE and in turn, 

proper test management and distribution, the reduction of 

human effort and cost is not far off. To measure the 

effectiveness of the framework in its defined goal, some 

metrics have been considered, and their values have been  

 

collected manually during each Sprint. These metrics are 

as follows: 

 Person-hours in each Sprint (PH): this metric 

shows the real amount of human effort in each 

Sprint. 

 The number of failures (NF): This metric shows 

the number of failures reported by customers 

after delivery of each Product Increment. 

Indeed, the customer worked with the delivered 

Product Increment and listed the occurred 

failures. 

 Number of Re-works (NR): This factor indicates 

the number of re-works caused by failure (after 

delivery). 

Besides these criteria, some other metrics have been 

collected, but since they are not directly related to SRE, they 

are ignored in this article 

 

V. Results and Discussion 

As mentioned in the previous section, three main metrics 

were focused in the Case Study. This section shows the 

results of each metrics during the completed project. 

 

A. Person-hours/ Project cost  

This factor was used to compare the labor cost in both 

teams, CT and ST. Table 1 shows the value of this metric in 

the completed Sprints in both teams. 

 

TABLE I Person-hours in the Case Study 

Sprints SP1 SP2 SP3 SP4 SP5 SP6 SP7 ALL 

PH in 

CT 
380 390 420 400 410 420 410 2830 

PH in 
ST 

410 420 430 420 410 430 430 2940 

 

Figure 4 shows person-hours in all Sprints during the Case 

Study. As shown in the figure, it seems that in all the Sprints, 

ST paid more person-hour compared to the CT team. In CT, 

normal teamwork time could be about 400 hours in each 

Sprint. This number could be about 440 for ST because they 

hired a half-time Reliable Engineer. However, in 5 Sprints 

(SP3 to Sp7), CT had extra work, more than the maximum 

number of working hours allowed in each Sprint. But it 

seems that ST usually works without additional work. This 

is known as a good sign for the team's workflow. 



5                      A Reliability-Focused Adaptation of Scrum/ T. Javdani Gandomani 

 
Fig. 4. Number of staff-hours spent during the project 

Comparing total human effort in both teams shows that 

2830 hours have been spent in the CT. This number has 

increased to 2940 hours in the ST team. Indeed, the cost of 

the project by employing SRE has increased by 3.9%. 

 

B. Number of failures 

The second metric was the number of failures reported by 

customers after each small release, i.e., each Sprint. The data 

related to this metric were collected from the end of the 

second Sprint to project completion, Sprint by Sprint. Table 

2 shows these data. 

 

TABLE II Number of failures reported by the customer 

Sprints SP1 SP2 SP3 SP4 SP5 SP6 SP7 ALL 

NF in 
CT 

- 4 4 5 5 6 7 31 

NF in 

ST 
- 4 4 4 3 3 3 21 

 

As shown in Table 2, it seems that employing the proposed 

framework led to a notable decrease in the number of 

detected failures. Although this result was expected, the 

reduction rate was amazing. Indeed, ST experienced about 

30% less failure compared to CT. Figure 5 shows the data 

regarding the number of reported failures. 

 

 
Fig. 5. Number of failures reported by the customer 

Figure 5 shows that detected failure was increasing in CT, 

while this metric was declining in ST. This indicated the 

product developed by CT would encounter more risk of  

 

failure in the future. This fact the reality that managers 

need to consider in their marketing decisions. 

 

C. Number of re-works 

This metric was used to count the number of re-works 

related to the failures. It should be said that most often, 

failures can be repaired without re-work. But, sometimes, a 

failure leads to re-work. This increases the cost and risk of 

the development process as well as customer dissatisfaction. 

Table 3 shows the data related to this metric. 

 

TABLE III The number of re-works rooted in the occurred 

failures 

Sprints SP1 SP2 SP3 SP4 SP5 SP6 SP7 ALL 

PH in 
CT 

380 390 420 400 410 420 410 2830 

PH in 

ST 
410 420 430 420 410 430 430 2940 

 

Table 3 shows a substantial decrease in the number of re-

works in ST. Indeed, ST experienced less than about 50% 

regarding the number of re-works compared to CT. Figure 6 

also shows these data. Figure 6 shows that CT encountered 

more re-works in all Sprints. This is the main reason that CT 

should spend extra effort in each Sprint.  

 

 
Fig. 6. Number of necessary re-works reported by the customer 

Reviewing the results shows that employing the proposed 

framework had led to significant findings. However, the 

project cost increased a little bit; the number of occurred 

failures and re-works were decreased dramatically. 

 

VI. Discussion 

As mentioned in the previous sections, Agile software 

development and its methodologies have left several 

development issues untouched. This is mainly due to 

maintaining the flexible nature of the promised Agile 

methods. Software reliability and its required process are one 

of such issues. However, SRE and its process play a vital role 

in software engineering and software development 
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methodologies, and neglecting such a process can cause a lot 

of damage to the software products [18, 24].  

As explained in this study, the proposed version of Scrum 

tries to handle the potential reliability risks in Scrum 

projects. The changes made to the Scrum framework are to 

manage the SRE process within the Scrum framework. 

However, no change has been made on each Sprint structure, 

as addressed by other researchers [30]. The new role, 

Reliability Engineer, is responsible for handling SRE issues 

during the Scrum project. Adding new roles is a common 

strategy for managing specific concerns in Agile 

methodologies [31-33]. This is the same for new artifacts and 

activities too.  

The revised version of Scrum results in some 

improvements and advantages in software development. The 

most significant improvement was on the number of failures 

reported by the customer. A 30% reduction in this item is 

amazing and heralds the efficiency of the proposed 

framework. However, since the related works have not 

reported any quantitative improvement, this study cannot 

compare this achievement to the previous studies.  

Another achievement was a severe reduction in the 

number of re-works rooted in the occurred failures. This 

benefit leads to a reduction in the project cost directly. 

However, in the Case Study reported in this research, the 

project's person-hour increased by 3.9%. Adding one person, 

i.e., a Reliable Engineer, obviously increases the project cost, 

but applying the SRE process reduces re-works and project 

cost. Nonetheless, increasing the project's cost in this 

situation seems to be normal, as addressed in the literature 

[9, 29, 30]. 

 

VII. CONCLUSION 

Considering software development reliability is an 

important factor that software teams and companies pay 

considerable attention to it. However, focusing on reliability 

results in more development time and cost. In Agile 

methodologies, due to their processes' weight-light nature, 

they paid less attention to extra tasks regarding SRE. 

Conducting a Case Study research, the authors tried to 

investigate considering SRE related practices while using 

Scrum. To do this, a customized version of Scrum was 

developed in which one new role, one new artifact, and one 

new activity were added to the Scrum framework. 

Employing this framework in a Case Study showed 3.9% 

extra human effort in a software project. However, the results 

showed a dramatic decrease in the number of failures that 

occurred as well as a number of re-works. This showed that 

it seems that it worth employing software reliability practices 

together with Scrum. 

This framework needs to be applied to other projects to 

assess the results. Also, the agility degree of the customized 

Scrum would be evaluated quantitatively in the future study. 
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